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Abstract 

Requirements validation is one of the most significant and critical parts of the requirements 

engineering. This activity ensures that the set of requirements is accurate, right, complete, and 

consistent. Requirements validation is considered as the key activity because mistakes found in 

a software requirements document can lead to extensive rework costs when they are discovered 

either during development or after the system is in service. There are some commonly used 

bases to validate user requirements such as: Natural language, Design description languages, 

Graphical notations and Mathematical specification languages. Whereas the graphical 

notations are the most suitable means to be used in software requirements validation because 

it is easy to understand, and it can be easily created by analyst and time took. Therefore, this 

paper adopts the map concept which is a graphical technique for discovering the hidden flaws 

in software requirements in the early phases of software development lifecycle. 

Keyword: Requirements Validation, Requirement Engineering, Concept Map, Software 

development, Software Requirements Specification (SRS), Natural Language, Design 

Description Languages, Mathematical Specification and Graphical Notations. 

1. Introduction 

Basically, the success of any software system depends on the degree to which it meets the 

customer requirements and the degree of customer satisfaction. Defective requirements always 

lead to defects in the final software system product, which is not desired by either the analyst, 

end user, designer or developer of the software product. Fixing such defects in later stages of 

the software development process or after the deployment of the software always is costly and 

difficult [1].  Hence, it is important to validate software requirements in a timely and by 

appropriate Methods. There are many validation requirement methods and ways adopted on 

the different basis. Based on which it can/not be suitable for the software development. In the 

following sections we will explain where and when requirements validation occurs and what 

concept map is. 

1.1. Software engineering 

Software engineering is the field of engineering that is related to the study and application of 

theoretical approaches to the development, operation, and maintenance of software. Software 
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engineering is the basis of knowledge about the creation, development, and maintenance of a 

software system and which emanate from those two activities. First: the creation and 

maintenance of actual software. Second: research tools and methods to create software, 

understanding of the nature of the software system and how using it [2]. Software engineering 

consists of several interrelated sub-disciplines, including software design, software 

construction, software testing, software maintenance, requirements engineering, software 

configuration management, software quality management, software engineering management, 

software engineering process and software engineering tools and methods as shown in figure 

1.   

1.1.1 Requirements engineering   

IEEE standard 610 ‘‘the glossary of Software Engineering Terminology'' provides a definition 

of requirements thus, ‘‘A condition or capability that must be met, fulfill or possessed by a 

software system or software system component to satisfy a contract, standard, specification or 

other formally imposed documents recorded ‘‘[3].  The first appearance of the requirements 

engineering term was probably in 1979. [4] In the 1990s with the publications and 

establishment of a conference series on requirements engineering of IEEE (Institute of 

Electrical and Electronics Engineers) computer society about requirements engineering, it 

comes into general use. [5] Requirements engineering consists of several interrelated activities, 

i.e. it is based on several activities which are including requirements elicitation, requirements 

identification, requirements analysis, requirements specification, system modelling, 

requirements validation, and requirements management [6]. As shown in figure 1. These 

activities involved in requirements engineering vary widely, depending on the type of systems 

being developed and the specific practices of the organization(s) involved. These are 

sometimes presented as chronological stages although, in practice, there are a considerable 

interleaving of these activities. 

1.1.1.1 Requirements validation 

Requirements validation is one of the most challenging requirements engineering activity, this 

activity is checking that the documented requirements and models are consistent and meet 

stakeholder needs, but instead of a formal validation this could be done using simulation 

technology or converting the behavioral model into a human-readable textual description 

[6][1]. It's the main activity for requirements engineering in software engineering and a critical 

in the pursuit of quality software [6]. Validating requirements mean ensuring that the set of 

requirements are correct, complete, and consistent, a model that satisfies the requirements can 

be created, and a real-world solution can be built and tested to prove that it satisfies the 

requirements [7]. Requirements need to be validated at an early stage of software system 

analysis to address inconsistency and incompleteness issues [8]. The importance of correctly 

determining the requirements of a system at the very beginning of the development process it 

is a well-known fact. Experience shows that the incorrect definition of the requirements leads 

to the development of deficient systems, increases the cost of its development or even causes 

projects to fail [9]. In relation to the current practices in requirements validation [10] [11], there 

are some commonly used bases with which the requirements are specified, and the validation 

test cases are a natural language, design description languages, mathematical specification 
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languages and graphical notations languages.  As shown in figure 1, among these bases for 

specifying software requirements, graphical notations language are the most suitable means to 

be used in software requirements validation [12]. 

                                                   

 

 

 

 

 

 

 

 

 

 

 

1.2 Concept map (Cmap)  

Concept map is a graphical approach for representing knowledge and their relations to each 

other that is gathered about an issue or subject in diagrammatic format, by putting this 

knowledge in concepts or words format and then placing a words in a box or oval and using 

arrows or lines to link it to other words, showing the relationship between these concepts [13] 

[14].  Concept map (Cmap) helps to structure and organizing the knowledge that is built by 

concepts; this guarantees a better representation of knowledge [15]. Concept maps enable 

beginners and experts alike to understand and share knowledge and their bases [16]. In a 

concept map, each concept or word is connected to another and linked back to the original 

concept, word or phrase.  Concept maps (Cmaps) are diagrammatic models of knowledge, 

which are based on a theory of human learning and 45 years of research. In the 1970s, science 

educator Joseph Novak developed a Concept map to assess how well his students understand 

science. By the early 1990s, it had become clear that a tool that facilitates the expression of one 

understands of any topic, in a simple graphical format that is easy to comprehend by others, 

could be used by people of all ages and for purposes beyond schools [17] [18]. Thus, Cmaps 

were introduced to the workplace as a solution for problem-solving.   

1.3 Software Development  

Software development is a very complicated process of developing from requirement analysis 

through sequential phases regularly and deployment [19]. Therefore, the software development 

process may include new research or development or design templates, modification or re-use 

or re-engineering, maintenance, or any other activities that may lead to the production of the 
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software product. One of the three most important purposes of software development is to meet 

the special needs of a customer, user or company (as is the case with custom software). 

Software development passed through several phases which is known as software process or 

software development life cycle, and these phases are: - planning, analysis, design, 

development, testing, and deployment as shown in figure 2. 

                                                         

It also can be placed in three stages as follows early stage include planning and analysis, middle 

stage includes design and development and late-stage include testing and deployment as shown 

in figure 2.       

2. Background 

Researchers began developing approaches and methods based on these bases to requirements 

validation. Each one of them deals with software requirements validation from a different angle 

but most of them confirm that relying on the users to validate requirements is the best strategy. 

But what is the meaning of each base? What are the advantages and disadvantages of each 

bases? What is the best of these bases and why? All this will be clarified through the following 

section: 

2.1. Natural Language 

Natural language is one of the most important bases to software requirements validation. In 

software engineering field the natural language means a human language that has evolved 

naturally as a means of communication among people as shown in figure 3 such as Arabic, 

English, French, German, Italian, Hindi, or Chinese. 
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Figure 3: Natural language 
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Natural language is the sounds and symbols used in human communication through speech and 

writing. In software requirements validation case, the analyst after gathering requirements from 

stakeholders you can validate them through talk statements written or by a set of predefined 

questions [20].  Often it uses natural language systems analyst in gathering and documenting 

software requirements due to its flexibility and ease of understanding of widely among people 

[12]. So, there are some approaches and models that were adopted based on natural language 

in the software requirements validation. Although advantages of natural language may 

introduce ambiguity especially when talk audibly because different stakeholders may have 

different interpretations of the talk audible or statements written in natural language.  

2.2. Description Languages  

Description language is very similar language to a programming language, but with more 

abstract features to specify the requirements. There are many types of languages that depend 

on the approach of description languages, Architectural Description Language (ADL) and 

design description Language. I.e. description software system requirement in a format like a 

programming language but without a programming syntax or identify specific programming 

language. 

Architectural description language is a formalism that allows the representation of architectures 

of the software system [21]. It is a formal language that can be used to represent the architecture 

of a software system. Design description language is a language style similar to a programming 

language but with more abstract additions and features to specify the software requirements 

[20]. It is the abstraction and specification of patterns and formulae of functionality that have 

been or will be achieved, design focus or specifies functional requirements, whereas 

architecture focus on non-functional decisions and partitions functional requirements.   One of 

the most important advantages of using a design description language for software 

requirements validation is that the specification can be transformed directly to a certain 

programming language. However, not all customers and stakeholders are familiar with the 

specific description language so that there may exist some connection and communication 

problems [22]. 

2.3. Mathematical Specification Languages   

These specifications are derived based on mathematical expressions, such as the Z notation 

[21]. The specifications are very precise and concise. Validation of the requirements can be 

achieved through mathematical proofing mechanisms. However, a major obstacle to adopting 
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mathematical expressions is that it is difficult for the common users to fully understand the 

mathematical specifications of the software requirements. 

Z notation is a formal specification language use mathematical notation for describing and 

modelling the properties which software systems must have [23]. Object-Z notation has been 

used to specify the three versions as shown in figure 4. 

        

 

In mathematical specification languages case, we can get precise and concise results, because 

of the accuracy and clarity of the mathematical operations. So, any approach or technique 

depends on mathematical specification languages will be difficult for customers to understand 

and absorb it. 

 

 

 

Figure 4: Three versions of an Object-Z notation class. 
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2. 4 Graphical Notations    

Graphic notation is the representation of data, information or knowledge using text annotations 

and visual symbols. Graphical models are commonly used to define the functional requirements  

for the software system [1], the beginning of graphic notation term and the use of symbols to 

transfer and record information, starting with a representation of musical sounds during the 

1950s and 60s as shown in figure 5. 

 

 

The most important basis, from the beginning in representation of musical sounds during the 

1950s to concept map with Joseph D.Novak in the 1970s, Unified Modelling Language (UML) 

in the 1990s, Entity-Relationship Diagram (ERD) and Data Flow Diagram (DFD); we will 

explain some of them in detail in this chapter. Requirements generally fall into two types 

functional and non-functional; the difference between these two types is straightforward. A 

functional requirement which specifies what the software system should do, whereas non-

functional requirement which specifies how software system performs a certain function. 

Graphical notations are not limited to functional requirements only but can be used to 

representation functional requirements [1] and non-functional requirements [25] as shown in 

figure 6. 

 

 

 

 

 

 

Figure 6 shows the safety [Room] example, of a non-functional requirements graph, where can 

represent the operationalization in two different ways, Static and dynamic operationalization 

[25].   

Figure 5: Standard music notation. 

Figure 6: An example of non-functional requirements graph [25]. 
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3. Related work   

Based on this basis, many studies, papers and scientific papers are a search for the best basis 

for relying on the development of a method or approach to validate the requirements of the 

software. But we will highlight more on the most important of these studies that based on the 

graphical notations as a basis for the development of the method, approach, or model and the 

most important results achieved and what are the weaknesses and strengthen for each one of 

them. 

3D Visualization [9] is a method to comprehend knowledge information using 3D graphics 

diagrams to represent it, as data are transformed into geometric representations. Once the 

software application is specified, developers will define the graphical representation of the 

software application requirements for visualizing and animating the specification concepts in 

a 3D graphics world, and so validated this software by the users. The software application is 

described in a way that the customer can understand. 

Because of software requirements validation in the earlier stages of the development process, 

the total effort to develop a software system is reduced. But the building of 3D graphics 

presentations is a difficult creation and time-consuming task. 3D graphics representation 

requires specific knowledge and even artistic skills. No direct relation between the developer 

and the customer. 

Unified Modelling Language (UML) state machine model is a popular modelling tool in 

software engineering for specifying dynamic perspective of a software system and its 

interactions with the user's system through sequences of transitions. By traversing the state 

machine model, can be obtained from feasible transition sequences. Each feasible transition 

sequence represents an operational scenario that describes the desired movement and behaviour 

of the target software system. Each sequence of transitions derived from the state machine 

model can form a scenario that describes the behaviour which represents a set of situations of 

common characteristics that might reasonably occur. [12]   

In case of Unified Modelling Language, state machine model is a popular language tool for 

modelling software requirements from a behavioural perspective. Can be specified the 

operational characteristics of a software system and its interactions with users in a state 

machine model. [26]   

Abstract State Machines (ASMs) are formal methods and helpful to validate software system 

requirements. Validate software systems requirements through a simulation of the generated 

ASMs. Transform use case models of software systems requirements into ASM-based 

executable specifications and then validate these generated formal models through simulation. 

[27] Extend a formal language Timed Abstract State Machine (TASM) with two newly defined 

constructs event an observer [28].   

Westmere is an automated acceptance testing tool, which generates abstract test cases and 

executable (UI) user interface to facilitate the software requirements validation process. 

Facilitate the software requirements validation process by generating abstract test cases and 

executable (UI) user interface. Implementing the black-box testing strategy, this strategy only 
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looks at the abstract level of specification, without concerning the internal behaviour of a 

software system [29]. 

3.1 Concept Map Approach 

A concept map as the approach is a diagram or graphical notation way that applies on 

knowledge topic to represents relationships between different ideas. Most concept maps depict 

ideas as circles or boxes (also called nodes), which are structured often in a hierarchical form 

and connected with arrows or lines (also called arcs). These lines are labelled with linking 

phrases and words to help explain the connections between ideas and concepts [13]. The 

concept is defined as "perceived regularity or pattern in event or object, or record of event or 

object, designated by a label" and is depicted as a shape in the diagram. Concept maps deepen 

understanding and comprehension. 

3.2 Concept Map Types 

A concept map can take many forms; there are four major types of concept maps. These are 

distinguished by their different formats for representing knowledge and information. Provided 

it includes concepts as nodes and illustrates relationships through lines and proposition 

statements in different layouts. Where multiple and integrated concepts map types to gives 

them a strong to be able to cover any topic. They include about seven species, there are main 

and special [17] [30]. Concept maps consist of two main categories: the main group of maps 

and the specific group, each comprising several different types in form and composition as 

shown in table 1. 

Concept Map Types 

Main types Special types 

Hierarchy Visual landscape 

Spider Multidimensional 

Systems Mandala 

Flowchart  

           

There are many types of maps of the concept and integrated and this is the most important 

characteristic of where it can cover many cases, whether simple or complex, we will reach 

access to the most appropriate type to express the case in the form of graphical notation 

understandable by most people. This gives the concept maps a high degree of flexibility.   

In the software industry, we need all these types to cover all the software requirements in one 

or more graphic. But we may need all or some of these types depending on the circumstances 

of the case. In figure 7 we present a concept map containing more than one type of concept 

maps, illustrating the natural sciences. Although this is far from the software industry filed, it 

emphasizes the utility of integrating more types of concept maps to cover a specific case. 

 

Table 1. Types of Concept Maps 
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3.3 KANO's Model  

Customer needs have increasingly become the focus of software enterprises in a highly 

competitive market. Hence, understanding and satisfying customers’ needs play a vital role in 

software business success. Capturing the right requirements of customers and users depends 

substantially on how well getting them involved in system development   . 

Several studies [31] [32] have found that understanding the needs of users and how they operate 

in the context of the proposed software and in the wider context of the organizational system 

where the product will be installed can help identify requirements with increased accuracy and 

completeness and increase customer satisfaction providing more potential for the success of 

the software product. In the 1980's Professor, Noriaki Kano [33] presented the model known 

as "Kano's model" for service and product quality measurement, can apply this model to 

measure the degree of satisfaction with the software product as it explains how customer 

satisfaction would change when requirements are met by the developer. In as shown in figure 

8 and explained by different studies [34] [35]. 

Kano's model enables one to explore the components of product or service quality that affect 

customer satisfaction, the characteristics of the product or service have a major role in the 

degree of customer satisfaction [37].  

This model represents the relationship between customer satisfaction and quality requirements 

and classifies customer preferences into three distinct categories each of which impacts 

customer satisfaction with the service or product in different ways. These categories are 

Figure 7: An examples of mixing concept map[42]. 
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represented in basic quality (must be), one-dimension quality (performance) and excitement 

quality (attractive) [36]. 

 

 

 

 

 

 

 

 

 

Basic attributes can be defined as the must be attributes of service or product quality in terms 

of customer satisfaction. In other words, basic attributes are essential for all customers. 

Therefore, if these features are not available, it will lead to a great dissatisfaction among the 

customers. On the other hand, available must be featured will not lead to high levels of 

satisfaction see figure 8. 

One-dimensional attributes (performance) customer satisfaction can be described as a linear 

function. Can see it in figure 8, performance attributes will lead to customer satisfaction when 

being available and will lead to customer dissatisfaction when not available. Customer 

satisfaction level increases linearly with the level of such features. Consequently, they are both 

enough and necessary condition for customer satisfaction. 

Attractive attributes of service or product lead to high levels of customer satisfaction when it's 

available, and these features do not cause any dissatisfaction when not available because they 

are not expected by customers. These attributes not a necessary condition for customer’s 

satisfaction. 

3.4 Software Requirements Classification According to KANO's Model 

Although there are a lot of models that measure customer satisfaction about a product or 

service, perhaps the most important of all is kano, SERVQUAL and Quality Function 

Deployment (QFD). The Kano’s model was selected because it's a very convenient for software 

engineering as a general and more accurate in results than other models and the classification 

of factors in customer satisfaction is done into three simple categories. And can be used before 

or after production to measure customer satisfaction with the service or product.    

This supports the basis of our paper and validation of the software requirements of the client at 

a very early stage with the same customer participation from the software development 

lifecycle to ensure the greatest possible customer satisfaction. As shown in figure 9. 

 

Figure 8: KANOs’ Model of Customer Satisfaction [33]. 
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3.4.1 The Basic Requirements (Must be) 

The basic requirements (Must be) are those that the customer assumes exists by the product or 

service, i.e. the product or service does not exist without, where apply to most functional 

requirements. If the customer has explicitly requested or not requested it, it must be found in 

the software system. As in as shown in figure 9, the entire basic requirements line is in the 

dissatisfaction area, and this means when basic requirements are found in the software system 

it will not add to the customer satisfaction level. [36] These requirements are very necessary 

for the customer, and the software system must fulfil them [32].   

3.4.2 The Performance Requirements (Linear)   

The performance requirements (Linear) also called one-dimensional, where apply to most non-

functional requirements. It represents a straight line as in as shown in figure 9 that represents 

the positive relationship between the degree of customer satisfaction and the degree of 

fulfilment of these requirements in a software system. This means if such requirements are 

fulfilled, customer satisfaction will increase. 

3.4.3 The Attractive Requirements (Delight)   

The Attractive Requirements (Delight) are unexpected features for the customers and are the 

ones that most influences customer satisfaction.as shown in figure 9. Customers do not expect 

these requirements to exist in the software system, and when they do, they greatly increase 

their satisfaction with the software system. Entire attractive requirements line in the satisfaction 

area, this means that customer satisfaction is directly related to the relationship with attractive 

requirements.   

4. Conceptual framework 

In this section will present the conceptual framework of development which is dependent on 

both concept map approach and theory of classification of customer satisfaction factors in the 

Kano model. 

Figure 9: Software requirements classification according to KANO's 

                Model. 
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4.2 Building components of a conceptual framework  

We will build a conceptual framework by integrating and consolidating both the concept map 

approach and the classification of software requirements according to the KANO's Model. 

Therefore, a conceptual framework will take steps that are very similar to the steps of creating 

a concept map. 

4.2.1 Concept map creation steps  

The basic steps for creating a concept map (Cmap) have been widely defined and described in 

seven steps as shown in figure 10 [38] [39] [40]:   

Step1. Define the main concept of "requirement”.  

Write down the main concept (requirement) for the software project, often the type of project 

required to be developed such as real estate applications, on-demand service applications, 

shopping applications, social networking applications, news applications.... etc.   

Step2. Identify the key concepts "requirements".  

Write key concepts each concept inside rectangular shape, this customer requirement might 

include: basic requirements and performance requirements. 

Step3. Spatially arrange the concepts "requirements".  

Sort the concepts “requirements" by some notion of priority or inclusiveness and putting 

concepts "requirements" that NOT understand and unclear to one side. Also put aside those 

that ARE NOT related to any other. The concepts "requirements" left over are the ones you 

will use to construct the concept map.   

Step4. Create links between concepts "requirements".  

Arrange the concepts "requirements" so that related requirements are close to each other.   

Step5. Revise spatial arrangement. 

 Revise spatial arrangement for concepts "requirements" and draw lines or arrows between the 

relevant requirements.   

Step6. Create cross-links. 

Create cross-links between concepts "requirements" and write on each line the description or 

type of relationship between requirements. 

Step7. Iterate.  

If you put any requirements aside in step 3, and then go back and see if some of the requirement 

will fit into the concept map you have constructed. If they do, be sure to add the arrow or lines 

and relationships of the new requirements. 
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4.2.2 Software requirements classification   

Basic Requirement. 

Are the basic requirements that cannot be included by the application or otherwise become 

without any benefit to the customer, for example, most applications must contain the case of 

user registration and login to the application. Without these features, the application becomes 

useless and lacks the permissions between users, there is no distinction between users of the 

application. Basic requirements should include a description of:  

 The data inserted in the software application  

 Who can insert the data into the software application? 

 The operations performed by each page or form  

 The workflows executed by the software application  

 System reports or other problems  

 How the application meets the applicable regulatory requirements.   

 

Performance Requirement. 

Performance requirements also referred to as software application qualities, performance 

requirements are as important as functional capabilities, epics, stories, and functions. They 

ensure the efficiency and ease of use of the entire application. Failure to respond to any of them 

may lead to systems that do not meet the internal needs of companies, users or the market, or 

that do not meet the mandatory requirements of regulatory or standardization bodies. 

Delight Requirement.  

Are all requirements not directly requested by the customer but must be present to ensure 

customer satisfaction, for example In the Gmail app, it may be great to have a smart messaging 

system to prioritize your behaviour, to see which messages you're interested in, and to give you 

Figure 10: Concept map creation steps. 
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first-hand messages about those messages that you always ignore. Another example in iTunes 

it may be great to have a cloud platform to upload the songs and audio files you always hear.   

Sometimes delight requirement includes Basic or Performance Requirements not directly 

requested by the customer.  User Experience (UX) such as usability testing, research, persons 

and experiences map. and Some Parts of User Interface (UI) such as layout, visual design, user 

guides and branding, often fall under delight requirement; the user experience differs from the 

user interface by responding to a question "why is this interface?", While the user's face 

responds to the question "what is this interface?".   

4.2.3 Conceptual framework 

The stages of conceptual framework development are divided into three stages: an input stage, 

then processing stage then the output stage.  

First. The input stage consists of determining the basic requirement and agreeing on the name 

or type of software system required to develop such as dating applications, real estate 

applications, shopping applications, on-demand service applications, social networking 

applications, news applications. etc. 

This is then divided into required parts or sub-requirements. 

Second, the processing stages are done by processing these requirements and organizing them 

in the form of a clear diagram of the participation of the customer himself and relying on our 

main approach is the concept maps. According to the division of these requirements into three 

clear categories. 

Thirdly, the output stage is the creation of graphs to validate the requirements of the software 

with the participation of the customer and thus ensuring the greatest satisfaction at the early 

stage of software development as shown in figure 11. 

 

 

 

 

 

 

 

 

 

 

 

 

 Figure 11: Conceptual framework diagram. 
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5. Conclusions 

In this paper, we validate the software requirements by customer Involvement in the early stage 

of software development, because it is the best person knows what is required of this software 

system. We provide an adaptation of the concept map as a graphical notations approach in a 

conceptual framework for software requirements validation through representing the detailed 

relations between software requirements in diagrammatic format. This application is 

implemented in validation software applications, we can get the requirements in accurate and 

correct as high as possible. In the very early stages of software development. 
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